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Assignment answers

Q1) a) ans)

1. s=input()

Explanation:-Input is a built in module in python which takes the input directly from console and I am storing the value in variable names ‘s’

1. for i in range(0,len(s)):

Explanation:- Starting a for loop which iterates from 0 to the length of the input string

1. print(ord(s[i]))

Explanation:- In the for loop itself I’m printing

OUTPUT:-

hello

104

101

108

108

111

Q1) b) ans)

1. s=input()

Explanation:- Input is a built in module in python which takes the input directly from console and I am storing the value in variable names ‘s’

1. sum1=0;

Explanation:-Initializing a variable named sum1 to 0 which will be used below

1. for i in range( 0,len(s)):

Explanation:-Starting for loop which iterates from 0 to the length of the input string

1. sum1=sum1+ord(s[i])

Explanation:-every time the loop iterates im adding the ASCII value of each character taken from the input string to variable sum1

1. print(sum1)

Explanation:-printing the value of sum1 outside the loop

OUTPUT:-

hello

532

Q1) c) ans)

1. s=input()

Explanation:- Input is a built in module in python which takes the input directly from console and I am storing the value in variable names ‘s’

1. lis=[];

Explanation:-creating an empty list named ‘lis’

1. temp="";

Explanation:-creating a temporary string variable ‘temp’ which is empty

1. for i in range( 0,len(s)):

Explanation:-Starting for loop which iterates from 0 to the length of the input string

1. temp=ord(s[i])

Explanation:- As the loop iterates the ASCII value of each character in the input string is stored in temp

1. lis.append(temp)

Explanation:-As the loop iterates the ASCII value of each character in the input string which is stored in temp variable

1. print(lis)

Explanation:- printing the entire list

OUTPUT:-

hello

[104, 101, 108, 108, 111]

2)a)ans)

The given program is

X= 'HELLO'

def fun():

X='NI'

def nested():

print(X)

nested()

fun()

print(X)

Here the OUTPUT will be HELLO

Reason:- Start with how the machine thinks . Frist it will create a variable X which has value ‘HELLO’.

Now as the program runs further more just focous on the facts the x in the fun() function is limited to that function only that is it is a local variable of function Fun. When the function is called before the last line, the value of X in the fun function is initialized to ‘NI’, but its scope is limited to that function only and that function itself. So the X value which is initialized in the first line doesn’t change.

3) a)ans)

import pandas as p

Explanation:- importing the pandas module as variable p , which helps in using pandas function easy

csv\_path=("C:\\Users\\acer\\Desktop\\friends\\assg1\_room.csv")

Explanation:- creating a variable csv\_path which has the location of the csv file named “assg1\_room.csv”

data=p.read\_csv(csv\_path)

Explanation:- reading the data in the specified path into a variable ‘data’ using the pandas function read\_csv

print(data)

Explanation:-

Printing the data to check if the data imported is the required one

te=data['Tenants']

Explanation:- storing the value in column Tenants of data to a temporary variable

te1=data['Furnished']

Explanation:- storing the value in column Furnished of data to a temporary variable

mean=te.mean()

Explanation:-calicuating the mean of the values in the variable te using inbuilt function mean() and storing the value in a variable mean

te.where(p.notna(te),mean,inplace=True)

Explanation:-the function where traverses the data in te and applies the given condition which is to fill the places were the values in te has nothing in it , that is the values which are missing with mean

te1.where(p.notna(te1),'N/A',inplace=True)

Explanation:-the function where traverses the data in te1 and applies the given condition which is to fill the places were the values in te1 has nothing in it , that is the values which are missing with N/A

print(te.isnull().values.any())

Explanation:- printing to check if there is any missing values in the variable te

data['Tenants']=te

Explanation:-Transferring the changed te values in to the original data

print(data['Tenants'].isnull().values.any())

Explanation:- printing to re check if there is any missing values in the variable te

datae1=p.DataFrame(data)

Explanation:-creating a data frame datae1 which has the values of data so that it is easy to export in to a other file

exportFilePath=("C:\\Users\\acer\\Desktop\\friends\\export.csv")

Explanation:-storing the path of the file where the data need to be exported to

with open(exportFilePath,"w") as output:

datae1.to\_csv(output,header=True,sep=",")

Explanation:-using the function with open() we are writing the data to the output file

OUTPUT:-

False

False

3)ans)b)

import numpy as n

import pandas as p

Explanation:- importing the pandas module as variable p and numpy as n, which helps in using pandas and numpy function easy

from Orange.data import Table,Domain

from Orange.evaluation import CrossValidation,scoring

from Orange.classification import SklTreeLearner

Explanation:- importing the table,domain modules form Orange.data,cross validation and scoring modules from Orange.evaluation and SklTreeLearner from Orange.classification

td=Table.from\_file("C:\\Users\\acer\\Desktop\\friends\\export.csv")

Explanation:-Importing the file export.csv which is the file we stored the output data into in 3a) into variable td

feature\_vars=list(td.domain.variables[1:])

Explanation:-storing the domain variable names in a list called feature\_vars

class\_label\_var=td.domain.variables[7]

Explanation:-storing the domain variable name of 7th column which is the class variable in

class\_label\_var

md=Domain(feature\_vars,class\_label\_var)

Explanation:-creating a domain using the Domain function and the data from Feature\_vars and class\_label\_var into variable md

td=Table.from\_table(domain=md,source=td)

Explanation:- inserting the domain to the data

n1=td.approx\_len()

Explanation:- Calculating the length if the files

n2=n1\*80/100

Explanation:-knowing the value of 80%if the data length and storing ginto n2

train\_data\_set=td[:n2]

Explanation:-creating the train data

test\_data\_set=td[n2:]

Explanation:-creating the test data

tree\_learner=SklTreeLearner()

Explanation:-creating a variable which has the SklTreeLearner properties

decision\_tree=tree\_learner(train\_data\_set)

Explanation:- creating the decision tree using the tree\_learner varible

results=CrossValidation(td,[tree\_learner],k=10)

Explanation:-cross validating it 10 times

print(decision\_tree(test\_data\_set))

Explanation:-printing the decision tree

print("Accuracy",scoring.CA(results)[0])

Explanation:-Printing the accurcy

print("AUC",scoring.AUC(results)[0])

Explanation:-printing the area under curvev

OUTPUT :-

[2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2.

2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2.

2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2.

2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2.
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2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2. 2.
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Accuracy 1.0